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Abstract. Nowadays the activities automation in a specific business
area is not technological news, but a business need. The necessity
of more and more business applications implies the quest for tools
and techniques for fast and efficient development of information
systems. RapidiU and efficiency are two important directions, in
which business application development technologies are developing
today, aiming at these two important qualities being achieved re-
garding both development prlcess stages and system exploitation.
The effective exploitation is related to real usage of the information
system. And this is available when information decision follows the
pace, in which processes in the business area develop. The achieve-
ment of this aim is a new challenge to the technologies. ln this
paper, some ideas are presented about changing the patterns of
database design, directed to produce applications which are maxi-
mum adaptive and scalable.

1. lntroduction
Problems during Business Applications Development
The fact that the world of business today is binding more

and more tightly with the automation of information processing
is obvious. This commitment is also revealing in the inf luence
of the business over applications, by implying its limitations and
requirements, and changing business processes as a result of
their automation. This tight commitment originates some prob-
lems, which in general terms may be defined as: Eusrness is
changing and is abounding in new prlcesses, but it is not easy
for business applications to follow this natural progress.

A much more detai led glance on the problems, which
business applications developere are facing is necessary. This
would allow to discover directions in which the cross-purposes
between business and applications are most significant and to
find out a new way of their development.

Three main problems which have both their own abstract
and philosophical explanation and concrete practical behavior
may be defined.

r The problem of indefiniteness and narrowness of the
expert knowledge [41

During the process of creation the information system
developers are meeting with insufficient, relatively imprecise and
unstructured knowhow about the business area.

One possible solution of this problem is the development
of generalized data structures, which can describe (at some
stage) a highly varied experl knowledge and which allow rela-
tively simple addition and adjustment, preseruing their correct-
NESS.

. The problem of changing the point of view

A. Murdjeva, M. Tsaneva

This problem has two sides. rvhich may be defined as
Ihe problem of different points of view,and the problem of chang-
ing a particular point of view.

This problem is directly related to the dynamics of the
business environment, some activi t ies of which an application
is intended to automate. lf we examine the user needs and the
ideas of automation, which these needs originate, as dynamic
entities with their own life cycle in practice this life cycle is very
short because of the rapid change of user needs.

This enforces to find out some tools, technologies and
approaches lor information systems development, which provide
that the shortened life cycle ol users need does not significantly
change the life cycle of the inlormation system.

. The problem of similarity
During the elaboration of an information system, the simi-

larities between current and preceding design and implementa-
tion of individual items are often unnoticed. Their un-discovering
leads to over-again creation of uniform already existing items,
which costs recourse and time loses.

An alternative for overcoming this same problem is find-
ing out a general approach for examination of business area
entities.

This art icle suggests an approach to data base design for
business applications, as well  as a mechanism for business
logic control in these applications. The aim is to suggest a tool
and a technique to develop flexible and independent applications,
isolated from parlicular business problem and usable in different
areas.

2. Meta Model
The relational data base does not permit to change the

data structures in a business application easy enough, without
causing significant corrections in the application itself. 0n the
other hand, the relational data base is enough abstract regarding
these structures from the point of view of their maintenance, i.e.
it guarantees equally good enough the referential integrity through
foreign keys, uniqueness through primary keys, correct result of
queries and so on, without being interested in the particular
problem, which has been described by the tables in the user's
scheme. Data Base Management System (DBMS) achieves this
by virtue of meta description of its own structures [B].

Similar approach is necessary for data description, so that
the application can transform itself into an abstract interpreter
of these data.

Applying meta-design during data structures design, through
which to abstract objects and their descriptions is the sugges-
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tion made in this paper. With meta-design the data base converts
into a united structure for storing business objects Meta data and
their particular instances.

A fundamental meta-design approach is business objects
abstraction and treatment not from the point of view of their
semantics in the business process, but regarding their more
general role in it. This more general role is to describe entities.
So the point of view to the object descript ion is changing. Their
description is not specific, but is a meta-description - descrip-
tion of their description.

Proceeding from this assumption and from the necessity
to preserve main functionality of the DBMS, especially the ability
to dist inguish object descript ion and object identi f icat ion, the
following structures for meta-design are necessary and suffi-
cient:

/Types. A nomenclature of different business objects,
which are described in the data base. lt is expandable and is
needed to provide object diversion and typification of their de-
scription.

/Entities. A nomenclature of all business objects, de-
scribed in the data base. lt is arbitrarily expandable and does not
contain a concrete description of these objects.

/ Properties. A nomenclature of necessary properties of
all business objects, which are interesting for the business
application. This nomenclature is also arbitrarily expandable and
thanks to this, the description of business objects can easily be
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added with new object propefties, To guarantee the quality and
correct interpretation of the data, each attribute must be defined
regarding:

. 0bligatory (Mandatory) for object description.

. Repeatability within one and the same object descrip-
t ion (Single or Mult iple).

. Relationship with other objects (i.e. description of rela-
tionships between objects in the 1 to M direction). The relation
of type child-parent is presented.

. Value Type -the type of the value, with which it instan-
tiates in the description.

. Additional constraints on the value (Checks).
/Templates. To ensure an adequate attribute set, but not

a general description, through which to provide the possibility
of specific interpretation of attributes of the same name belong-
ing to different entity types, the meta model maintains a tem-
plate of each business object. The template is a concrete
attribute set for a specific entity type. These templates are
expandable in the terms of a single type. They can be supple-
mented with new attributes or the existing attribute set may be
revised. In conjunction, the template nomenclature is also ex-
pandable regarding supplementation with new templates for
new object types.

/ Description. Through this structure the storage of each
object concrete attribute values is ensured. The content of this
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structure is controlled by the attribute properties, which set in
their nomenclature.

A data model, created applying the approach of meta-
design looks as shown on figure /. lt does not concretize a
particular business area, but using it many different areas may
be described.

The application of the meta model changes the tasks,
which are delegated to the application. Under crassic design, the
application has as a main task to present the data in conjunciion
with the implementation of a significant parl of business logic
related to data value validation and other processing. current
three-layer application architecture permits the application to
discharge from business logic, as it is deregated to a new layer
in the architecture. But nevertheless, this does not provide the
possibility of independent and flexible application development,
so applications are always tighily coupled with business area
and maintenance process. Meta model permits suggestion of
analysis and design techniques and tools to produce applica-
t ions, which are independent from business specif ics, to pro-
duce application shel ls, in which business specif ic functional i ty
is achieved by data entry and maintenance, This way, the appli-
cation is responsible just for presentation and meta model is the
mediator between i t  and business logic.

3. Programming Interface for Meta Data
Maintenance and Usage

3.1. Programming Interface Essence
The abstract structure of the meta model permits to design

and implement an additional rayer in application architecture,
which presents and real izes generar and common busrness
logic, which can be isolated from different areas, as well as to
offer a mechanism for implementation of a next level of this
programming layer, in which the specif ic business logic is
separated and represented.

common business logic covers basic operations with data,
which account for the existence of data bases, like data adding,
editing, deleting and querying:

In spite of the concreteness of data, which are stored in
a data base structured according to meta model, thanks to its
unified structure and to common semantics of operations, a
template for operation performance exists.

specific business logic is presented by rules for data
values verification and generation. lt describes rules particular
for the area business, specif ic business logic can be classif ied
according to the level, where it arises and is implemented, Most
often, specif ic business logic in appl icat ions is implemented as
follows.

. 0n entity level i.e. actions, which are being performed
over 0ne and the same entity with parlicipation of all or some
of the attributes, belonging to its description.

. 0n attribute level i.e. actions, which are being per_
formed over a concrete value, belonging to the description of a
business area entity, aiming its verification or calculation.

Via meta model usage in data base design for business
applications, the programming of appl icat ion business logic is

reduced to data tuning, i.e. to configuration of main tables con-
tents, providing the data base with knowledge of the relations
between data and their specific business rogic, This relation
defines which program code must be executed during value
adding or editing of each attribute. The essence of this specific
business logic is an abstract algori thm, which can be com-
pletely defined and implemented for a vast range of business
areas.

3.2.Programming Interlace lmplementation
The implementation . of common and specif ic business

logic itself may be done by a new programming interface to the
meta model. This programming interface has its own architec-
ture, which is determined by the process of abstracting the
specif ic from the common business logic and consists of sev-
eral layers. Each higher layer has higher degree of generalization
and expresses more the common business logic, then the spe-
cif ic one.

Common business lclgic
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i  Speci i ic  BL i  5peci f ic  BL ,  Speci f ic  BL i  5peci f  ic  BL 5pecr f  ic  BL
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Figure 2. Business logic architecture

The highest layer of this architecture is mostly isolated
from business area semantics and is used together with the
application as a relation between data behavior and their presen-
tation.

Common business logic from the highest layer may De
preliminary implemented and integrated into the meta model. lt
covers two main tasks:

o Maintenance of the content of each meta modeltable,
regarding data consistency in cases, when the relational data
base cannot guarantee i t .  This task includes main data manipu-
lat ion operations l ike inserl ing, delet ing and edit ing.

. Navigation within meta model data. This task is re_
lated to disposal of a clear mechanism for discovering the data,
following meta model abstract structure,

The implementation of common business logic may be
presented by a set of stored procedures, which use both declara-
tive and procedural tools of Relationar Data Base Management
system. The choice of this mechanism is not casual. 0n one
hand, it is enough powerful regarding syntax and on the other
permits program code and logic abstraction from the applica-
t ion, which results in f lexible and easy maintenance, tuning and

: ltavigation with in meta rnotJel data
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Figure 3. Program code architecture for meta
model usage
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Maintenance of the content includes basic abstract opera-
tions for data adding, editing and deleting in each meta model
entity, which implement the following functions:

. To guarantee the mandatory of dynamic values.

. To guarantee the uniqueness of all entered values - both
of dynamic attributes.

. Control over dynamic value entry, according to specific
business rules, implemented as a part of specific business
logic.

. Control over data consistency.
Each of these common algorithms may communicate (call

in a standard way) with preliminary implemented specific busi-
ness logic.

An example for procedures implementing common busi-
ness logic for content maintenance is presented on figures 4
and 5.

The operation of deleting meta model data performs the
main task related to maintenance of dynamic data consistency
and its implementation is presented on figure 6.

0perations related with navigation within meta model data
perform the main task of discovering entities by their description.
The navigation within meta model is an operation of very high
level of abstraction

This is achieved by examining the searching criteria set
and finding them out in the model as a specific type of entity,
which specific type of entity has also an analogica|attribute-
value' description i.e. uses the meta model itself for searching
criteria definition. creation of such an entity is done using the

ALTER PROCEDURE [dbo].[sp_tnserrEnrityDescrBytD]
@ENTITY_ID in t ,
@ PROP_ID int,
@ DESCR_VALUE varchar(MAX),
@ DESCR_lD in t  OUTPUT
AS
DECLARE @ mandatory cha(1 )
DECLARE @err  in t
DECLARE @ prop_name varchar(1 00)
DECLARE @MSG varchar(100)
DECLARE @ fi l led_count int
BEGIN
Select @mandator! = p.prop_mantantory,
@ prop_name - p.prop_name

from properties p
where p.prop_id = @pROp_lD

if @mandatory is nul l
BEGIN

RAISERROR ( 'Mul t i  user  conf l ic t ,  16,  1)
END

select @fi l led_count = count(*)
from description d
where d.prop_id = @pROp_lD
and enti ty_id = @ENTlTy_lD
and d.descr_value = @DESCR VALUE

programming interface, which implements the common busi-
ness logic - adding new searching criteria set (new entity) and
adding new lookup values (entity description), The algorithm for
searching is based on the data of one entity of this type and
transforms the logical relations between criteria (AND, 0R) into
plural operations section and union.

The lookup operation may be reduced to meta model data
fill ing and has two forms:

r Searching for a particular entity by its identification.
. Searching for a set of entities by criteria set.
Searching for a particular entity has as a main task to find

out the attribute set, which describes an entity including both
attributes with values set and empty attributes. Meanwhire it
pedorms the specific task to retrieve the lookup criteria (ac-
cording to abstract interpretation of this search). An example for
procedures, which implement comm0n business logic for
searching a concrete entity, is presented on figure 7.

Looking up for a set of entities, which satisfy criteria set
by applying plural operations comprises of:

. Creating an entity of specific type (f.e, Filter).
o Fill ing in its description, which serves as a lookup

criteria set.
. Pedorming a general algorithm to form a dynamic data

base query according to the criteria being specified.
An example of procedures, implementing common busi-

ness logic for searching a particular entity is presented on
figure B.

--Uniquness Check
if @fi l led_count > 0

begin
SET @ MSG = "Dupplicated value f or

" '+@prop_name+""  + '  : '+ isnu l l (@DESCR_VALUE, , , )
RATSERROR (@MSG,  16 ,  1 )

end
--Mandantory Check
if @mandatory = 'Y'

and (@DESCR_VALUE is  nu l l  or  @DESCR_VALUE =, , )
BEGIN

Select @fi l led_count = count(.)
from descript ion d
where d.prop_id = @PROP_ID

and enti ty_id = @ENTlTy_lD
and d.descr_value is not nul l

i f  @fi l led_count = 0
begin

SET @MSG = 'Mandantory Value not eneterd for
" '+@ prop_namg+""

RATSERROR (@MSG,  16 ,  1 )
end

END
--Execute Specif ic Business Logic
insert into descript ion (prop_id, enti ty_id, descr_value)
va lues (@ PROP_ID,@ ENTtTy_tD,@ DESCR_VALUE )
SET  @DESCR_ID  =  @@IDENTITY
SELECT @err= @@error
lF  @err  <> 0

BEGIN
RAISERROR ('DB operation error, 16, 1)

END

END

Figure 4. Program code for data adding, implemented by a stored procedure
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ALTER PROCEDU R E Idbo]. [sp_U pdateE nti tyDescrByl D]
@DESCR-ID in t ,
@ DESCR_VALUE varchar(MAX)
AS
DECLARE @err int
DECLARE @ mandatory char( 1 )
DECLARE @ prop_name varchar(1 00)
DECLARE @ MSG varchar(1 00)
DECLARE @fi l led_count int
BEGIN
Select @ mandato{ = p.prop_mantantory,
@prop_name = p.prop name
from properties p, description d
where d.descr_id = @DESCR_ID
and p.prop_id = d.prop_id
if  @mandatory is nul l

BEGIN
RAISERROR ( 'Mul t i  user  conf  l ic t ,  16,  1)

END
select @filled_count = count(*)
from description d
where d.prop_id =

(select prop_id
from description
where descr_id = @DESCR_ID)

and entity_id =
(select entity_id
from descript ion
where descr_id = @DESCR_ID)

and d.descr_value = @DESCR VALUE
and d.descr_ id  <> @DESCR_lD

if @fi l led_count > 0
begin

SET @MSG = 'Dupplicated value
"'+@prop_na1ne+"" + ' :  '+isnul l(@ DESCR_VALUE, ")

RATSERROR (@MSG,  16 ,  1 )
end

ALTER PROCEDU R E Idbo]. [sp_DeteteEnti tyByt D]
@ENTITY_ID int
AS
DECLARE @err int
DECLARE @E_TYPE int
DECLARE @USED_COUNT int
DECLARE @ MSG varchar(1 00)
BEGIN
Select @E_TYPE = e.type_id
from entity
where enti ty_id = @ENTITY_ID

Select @USED_COUNT =
count(.)
from description d, properlies p
where d.descr_value = @ ENTITY_|D
and prop_id = prop_id
and prop_rel_type = @E_TypE

i f  @USED_COUNT > O
BEGIN

SET @MSG = 'Ent i ty  used '
RATSERROR (@MSG,  16 ,  1 )

END

delete from entity
where enti ty_id = @ENTITY_ID

SELECT @err -  @@error
lF  @err  <> 0
BEGIN

RAISERROR ( 'DB operat ion er ror , ,  16,  1)
END

END

VALUE is  nu l l  or  @DESCR VALUE
if @mandatory =
and (@DESCR_

BEGIN

_ J

Select @fi l led_count = count(*)
from description d
where d.prop_id =

(select prop_id
from description
where descr_id =

and entity_id =
(select entity_id

from description
where descr_id =

and d.descr_value is

@DESCR_rD)

@DESCR_rD)
not nul l

for

i f  @fi l led_count = 0
SET @MSG = 'Mandantory Value not eneterd for

" '+ @ prop_name+""
R A T S E R R O R  ( @ M S G ,  1 6 ,  1 )

END
update description
set descr_value = @DESCR_VALUE
where descr_id = @DESCR_ID

SELECT @er r=  @@er io r
lF  @err  <> 0

BEGIN
RAISERROR ( 'DB operat ion er ror  ' ,  16,  1)

END

END

ALTER PROCE DU R E [dbo]. [sp_DeleteEnti tyDescrByt D]
@DESCR_ID in t

AS
DECLARE @err  in t
BEGIN
delete from description where descr_
SELECT @er r=  @@er ro r

lF  @er r  <>  0
BEGIN

@DESCR ID

RAISERROR (DB operat ion er ror ' ,  16,  1)
E N D

END

Figure 5. Exemplary program code for data editing, implemented by a stored procedure

Figure 6. Exemplary program code for deleting, implemented by a stored procedure
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ALTER PROC EDU R E Idbo]. [sp_G etEntiryDescrByld]
@ENTITY_ID int
AS
BEGIN
if @ENTITY_ID < O

i f  @ENTITY_ID = -100
Select p.prop_id as prop_id, null as entity_id,
" as descr_value, null as descr*id,
p.",  @ENTITY*ID as enti ty_type,
" as descr_text,
isnul l(p.prop_order, 99) as prop_new_order
from properties p
where p.prop_activs ='y'
order by 17 asc, S asc

else
Select p.prop_id as prop_id, null as entity_id,
" as descr_value, null as descr_id,
p.", t.type_id as entity_type,
" as descr_text, isnull(p.prop_order, 99)
from template t, properties p
where t.prop_id= p.prop_id
and t . type_id  = @ENTtTy_tD.( -1)

order  by 17 asc,3  asc

e lse

C R EATE PHOCE D U R E [dboj . [sp_G et l is tByFi t ter ]
@ F ILTER_ lD  in t
A S
D E C L A R E  @  c u r s o r  C U R S O R
DECLARE @ sq t  va rchar (max)
DECLARE @ prop_ id  i n t
DECLAR E @ descr_value varchar(max)
D E C L A R E  @ c o u n t  i n t
DECLARE @ sq l_oper  va rchar (max)
B E G I N
lF  @ F ILTER_tD i s  no t  nu t l
B E G I N

S E T  @ c u r s o r  =  C U R S o R  F o R
select  prop_id,  descr_value
from descr ipt ion
where  en t i t y_ id  =  @FtLTER lD

S E T  @ s q l  = "
S E T  @ c o u n t  =  1
SET @sq l_oper  =  "
OPEN @ curso r
F E T C H  N E X T  F R O M  @ c u r s o r
INTO @ prop_id,  @descr_value
W H I L E  @  @ F E T C H - S T A T U S  =  O
B E G I N

l F  @ c o u n t  >  1
SET @sql_oper = ' in tersect ,

S E L E C T  @ s o l  =
case @ prop_id

when  -1  then
@sq l  +  @sq l_oper  +  , se lec t  en t i t y_ id  f rom

descr ipt ion d where d.ent i ty_id = ,+ @ descr_value
when -2 then

.  @sq l  +  @sq l_oper  +  , se lec t  en t i t y_ id  f rom en t i t y  d
where  d . t ype_ id  =  '+  @desc r_va lue

E lse

@sq l  +  @sq l_oper+  ' se lec t  en t i t y_ id  f  rom desc r ip t i on  d
w h e r e  d . p r o p _ i d  = ' +  c € l s t  ( @ p r o p _ i d  a s  v a r c h a r ) + ' a n d
d .desc r_va lue  l i ke  "o /o '  +  @desc r_va lue  +  ' 7o ' , '

end

Select d.*,p.",  e.type_id as enti ty_type,
isnull((select dbo. uf_entity_descr(er.entity_id)

from entity er
where er.entity_id = cast(d.descr_value as int)
and p.prop_relantionship =,y,),  d.descr_value) as
descrJext,

isnull(p.prop_order, 99) as prop_new_order
from description d, properties p, entity e
where d,prop_id= p.prop_id
and e.entity_id = d.entity_id
and d.enti ty_id = @ ENTITY_|D
union al l
Select p.prop_id, @ENTITY_ID, ",  nul l ,  p.. ,  e.type_id as
entity_type, null, 99
from properties p, entity e, template t
where p.prop_id not in

(select prop_id from description d
where e.entity_id = d.entity_id)
and e.enti ty_id = pENT|TY_|D
and t.type_id = e.type_id
and t.prop_i6 = p.prop_id
order  by 17 asc,3  asc

END

F E T C H  N E X T  F R O M  @ c u r s o r
INTO @ prop_ id ,  @ desc r_va lue
S E T  @ c o u n t  =  @ c o u n t  +  1
E N D
SET @sq l  =  @sq l  +  ' se lec t  e .en t i t y_ id ,

dbo.uf_ent i ty_d escr(  e.  ent i ty_id) ,  et . type_nam e f  rom ent i ty  e
,  ent i ty_types et  where e. type_id = et . type_id and ent i ty_id
in  ( ' +@ sq l+ ' ) '

EXEC (@ sq l )
E N D

ELSE
B E G I N

select  e.ent i ty_id,  dbo.uf_ent i ty_descr(e.ent i ty_id) ,
e t . t ype_name
from ent i ty  e,  ent i ty_types et
where e. type_id = et . type_id
un ion  a l l
select  " ,  'empty '  

,  "
order by 1 desc

E N D

DEALLOCATE @curso r

E N D

Figure 7. Program code for searching a concrete entity implemented by a stgred pr6cedure

Figure 8. Program code for searching entity set, implemented by a stored procedure
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Sp_Navigation
( )

Passing Filter Entity Data

A generalizatidn of program code architecture, implemented
by stored procedure is illustrated on figure 9.

user intedace, which contains the necessary and sufficient func-
tionality, according to common business logic, which is charged
with the execution of abstract operations on data, and which is

sp_GetE nti tyDescrByld(- 1 00)

Figure 9. Program code architecture for meta model data maintenance

4. User Interface for Meta Data Usage and
Maintenance

Taking the business logic out of application, appropriating
it to the description attributes and implementing it by a specific
data base function, permits the design and development of an
application, which is as much as possible independent of area
and i ts business processes changes.

The high degree of meta model abstraction allows the
investigation of decisions directed to design and implementation
of a user interface with unified functionality, applicable to a wide
range of business areas. This means to suggest a universal

not 'interested' in a parlicular business problem. The abstract
approach suggested, allows an easy implementation of a user
interface with unified preliminary defined functionality and vari-
able set of user forms for visualization, which are placed over
abstract functionality. While using meta model, the process of
user interface design and implementation is transformed to a
process of user interJace tuning, which tuning is basically re-
lated with data entry, and requires less programming,

An application based on the meta model suggested, may
provide the needed functionality by a minimal data entry forms
set of two basic types:

. A form for viewing/edit ing/f i l ter ing of a single business
entity (figure 10).

Passing function lD

Passing entity data

sp_GetEnti tyDesc rByld( 1 3836)

Figure 10. Form business entity maintenance
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Figure 11. Form List of business entities

Figure 12. Interaction between user interface forms in the business application

r A list of business entities, obtained after applying a filter
(all entities or entities satisfied the criteria set) as shown on
figure 11.

Both types of forms are bound by a mechanism-for param-
eter delivery aiming to identify the entity type - entity of type Firter
or entity for data manipulation.

lmplementing the possibility to use different presentation
styles over one and the same data structure and functionality
becomes possible by integrating of a non visual component in

the user interface architecture. lt implements the binding with
the highest abstract layer of programming interface and it de-
livers data to the forms for presentation and respectively deliv-
ers data to the meta model. This layer in the architecture
ensures the next level of isolation of the application from the
business logic and the isolation 0f presentation from process-
ing (figure 12).

An exemplary implementation 0f a non visual object, which
provides the basic functionality over meta model may be pre-
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sented by a .NET DataSet component.
As main characteristics of a user interface based on meta

model may be generalized:
. Completely expandable - both from the data point of

view and from the functionality point of view.
. Independent of data structures in the data base
. Sparing/Minimal regarding interface components
. Resistible to business area changes

5. Database Meta Design and Information
Security Requirements

Traditional approach to data base and information sys-
tems design offer some opporlunities to guarantee the security

of data, which are restricted by database management systems
mechanisms.

Main restrictions, which may be provided, are at following
levels: Entity level, provided by internal DBMS mechanisms for
data access organization.

Record level , provided programmatically and specifically
forthe particular application based on the values of a given data
record. More often there takes place the process of work out in
details of the restrictions to data access, which requires accent
on smaller items of an entity and a record namely one property
(property level) and one value (value level). Achieving such a
level of detailisation of the control over information also requires
a more detailed approach to its representation and design.

Meta design provides enough precise rever of data de-

rt prop id

entity_id

descr_value

descr_id

;I PROP IDl

PROP-NAME

PROP-sINGLE

FROP-ACTIVE

FROP-MANTANTORY

PROP-RELANTIONsHIP
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PROP-ORDER

entity_type

descr_text

prop_new_order

sp_GetEntityDescrByldTableAdapter TebleAdaoter
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dbo.sp_Dele t eEnt ityDesc rBy ID
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Figure 13. Non visual common logic object
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script ion, which pernrrts to implement programmatical ly the
property level and value level of information security preserving
existing control or enirty level and record level.

6.  Conc lus ion
Sug;esiec reta model and both types of user interface for

i ts rna'":e^ance and usage are tested in dif ferent information
sys:?-s ! ' rng over dif ferent data base management systems.
l:a i  -g tnis idea leads to a considerable change of business
aJ3rrcation life cycle stages duration in favor of significant short-
e"rng of development time and augmentation of exploitation time
r,,' ith easy maintenance from the developers.

Meta design is a real alternative to the classical data base
design for business applications. Endorsing on the data struc-
tures, i t  real ly grants new possibi l i t ies for design and implemen-
tation of all items of application architecture - user intedace and
business logic. The suggestion made in this arl icle is entirely
based on the relational data model, but a more courageous
glance fonruards, may find out some ideas for a new data base
engine.

The application of meta design may lead to design and
implementation of reach mult i functional general purpose l ibrar-
ies to maintain all the necessary data structures.
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